**D15B/37 Mikil Lalwani Security Lab**

**Experiment No 3**

**Aim-**

Write a program in Java or Python to perform Cryptanalysis or decoding of Playfair Cipher.

**Theory-**

The Playfair cipher was the first practical digraph substitution cipher. The scheme was invented in 1854 by Charles Wheatstone but was named after Lord Playfair who promoted the use of the cipher. In Playfair cipher unlike traditional cipher, we encrypt a pair of alphabets(digraphs) instead of a single alphabet.

**Algorithm-**

Encryption -

1. Generate the key Square(5×5):

The key square is a 5×5 grid of alphabets that acts as the key for encrypting the plaintext. Each of the 25 alphabets must be unique and one letter of the alphabet (usually J) is omitted from the table (as the table can hold only 25 alphabets). If the plaintext contains J, then it is replaced by I. The initial alphabets in the key square are the unique alphabets of the key in the order in which they appear followed by the remaining letters of the alphabet in order.

1. Algorithm to encrypt the plain text:

The plaintext is split into pairs of two letters (digraphs). If there is an odd number of letters, a Z is added to the last letter.

Rules for Encryption:

1. If both the letters are in the same column: Take the letter below each one (going back to the top if at the bottom).
2. If both the letters are in the same row: Take the letter to the right of each one (going back to the leftmost if at the rightmost position).
3. If neither of the above rules is true: Form a rectangle with the two letters and take the letters on the horizontal opposite corner of the rectangle.

Decryption -

1. Generate the key Square(5×5) at the receiver’s end:

The key square is a 5×5 grid of alphabets that acts as the key for encrypting the plaintext. Each of the 25 alphabets must be unique and one letter of the alphabet (usually J) is omitted from the table (as the table can hold only 25 alphabets). If the plaintext contains J, then it is replaced by I. The initial alphabets in the key square are the unique alphabets of the key in the order in which they appear followed by the remaining letters of the alphabet in order.

1. Algorithm to decrypt the ciphertext:

The ciphertext is split into pairs of two letters (digraphs).

Rules for Decryption:

1. If both the letters are in the same column: Take the letter above each one (going back to the bottom if at the top).
2. If both the letters are in the same row: Take the letter to the left of each one (going back to the rightmost if at the leftmost position).
3. If neither of the above rules is true: Form a rectangle with the two letters and take the letters on the horizontal opposite corner of the rectangle.

**Code -**

import string

def modify(txt):

txt = txt.lower()

txt = txt.replace(" ","")

txt = txt.replace("j","i")

return txt

def pair(plain):

i=0

plainpair = []

while i<len(plain):

if(i==len(plain)-1):

plainpair.append((plain[i]+"z"))

i = i + 1

elif(plain[i]==plain[i+1]):

plainpair.append((plain[i]+"x"))

i = i + 1

else:

plainpair.append((plain[i]+plain[i+1]))

i = i + 2

return plainpair

def matrix(key):

letters = list(string.ascii\_lowercase)

letters.remove("j")

unique = []

for i in key:

if i not in unique:

unique.append(i)

letters.remove(i)

matrix = [["" for i in range(5)] for j in range(5)]

row = 0

col = 0

for i in unique:

if col == 5:

row += 1

col = 0

matrix[row][col] = i

col += 1

for i in letters:

if col == 5:

row += 1

col = 0

matrix[row][col] = i

col += 1

return matrix

def find(z,array):

for i in range(5):

for j in range(5):

if(array[i][j]==z):

return i,j

def encrypt(plainpair,array):

cipher = ""

for p in plainpair:

i,j = find(p[0],array)

m,n = find(p[1],array)

if (i==m):

if j==4:

j=0

else:

j+=1

if n==4:

n=0

else:

n+=1

cipher += array[i][j]+array[m][n]

elif (j==n):

if i==4:

i=0

else:

i+=1

if m==4:

m=0

else:

m+=1

cipher += array[i][j]+array[m][n]

else:

cipher += array[i][n]+array[m][j]

return cipher

def dencrypt(cipherpair,array):

decipher = ""

for p,q in cipherpair:

i,j = find(p,array)

m,n = find(q,array)

if (i==m):

if j==0:

j=4

else:

j-=1

if n==0:

n=4

else:

n-=1

decipher += array[i][j]+array[m][n]

elif (j==n):

if i==0:

i=4

else:

i-=1

if m==0:

m=4

else:

m-=1

decipher += array[i][j]+array[m][n]

else:

decipher += array[i][n]+array[m][j]

return decipher

plain = input("Enter plain text:")

plain = modify(plain)

key = input("Enter key:")

key = modify(key)

plainpair = pair(plain)

array = matrix(key)

cipher = encrypt(plainpair, array)

print("Encrypted text is :" + cipher)

cipherpair = pair(cipher)

decipher = dencrypt(cipherpair, array)

print("Dencrypted text is :" + decipher)

**Output -**

![](data:image/png;base64,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)

**Conclusion-**

Thus we have successfully implemented the Playfair cipher.